Decision Tree

Sudhanshu Kulkarni

# Background

We have been provided with a data set of the Federal Papers which consisted of 85 essays which were written by Alexander Hamilton, James Madison, and John Jay.Out of these 85 essays, 74 essays were identified with their authors, i.e. 51 essays written by Hamilton, 15 by Madison, 3 by Hamilton and Madison, 5 by Jay. The remaining 11 essays did not have an atuhor attributed to them, hence termed as disputed papers. In the data set, we are provided of function words. The occurance of these function words vary with different authors. So our task is, by using decision trees find the authors of these disputed papers.

# Solution

## Importing Libraries

First, we begin with installing and importing libraries. We have installed and imported the “dplyr” library to help us with data preprocessing measures. Also, we have imported the “tree” to build and visualize trees.

library(dplyr)

## Warning: package 'dplyr' was built under R version 3.5.2

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(tree)

## Warning: package 'tree' was built under R version 3.5.2

## Loading Data

Then, we load the csv data into a data set and check its structure to know if any data preprocessing is required.

setwd("C:\\Sudhanshu\\SU\\Semester 2\\707\\Assignment 5")  
fedPapersDS <- read.csv("fedPapers85.csv")  
View(fedPapersDS)  
str(fedPapersDS)

## 'data.frame': 85 obs. of 72 variables:  
## $ author : Factor w/ 5 levels "dispt","Hamilton",..: 1 1 1 1 1 1 1 1 1 1 ...  
## $ filename: Factor w/ 85 levels "dispt\_fed\_49.txt",..: 1 2 3 4 5 6 7 8 9 10 ...  
## $ a : num 0.28 0.177 0.339 0.27 0.303 0.245 0.349 0.414 0.248 0.442 ...  
## $ all : num 0.052 0.063 0.09 0.024 0.054 0.059 0.036 0.083 0.04 0.062 ...  
## $ also : num 0.009 0.013 0.008 0.016 0.027 0.007 0.007 0.009 0.007 0.006 ...  
## $ an : num 0.096 0.038 0.03 0.024 0.034 0.067 0.029 0.018 0.04 0.075 ...  
## $ and : num 0.358 0.393 0.301 0.262 0.404 0.282 0.335 0.478 0.356 0.423 ...  
## $ any : num 0.026 0.063 0.008 0.056 0.04 0.052 0.058 0.046 0.034 0.037 ...  
## $ are : num 0.131 0.051 0.068 0.064 0.128 0.111 0.087 0.11 0.154 0.093 ...  
## $ as : num 0.122 0.139 0.203 0.111 0.148 0.252 0.073 0.074 0.161 0.1 ...  
## $ at : num 0.017 0.114 0.023 0.056 0.013 0.015 0.116 0.037 0.047 0.031 ...  
## $ be : num 0.411 0.393 0.474 0.365 0.344 0.297 0.378 0.331 0.289 0.379 ...  
## $ been : num 0.026 0.165 0.015 0.127 0.047 0.03 0.044 0.046 0.027 0.025 ...  
## $ but : num 0.009 0 0.038 0.032 0.061 0.037 0.007 0.055 0.027 0.037 ...  
## $ by : num 0.14 0.139 0.173 0.167 0.209 0.186 0.102 0.092 0.168 0.174 ...  
## $ can : num 0.035 0 0.023 0.056 0.088 0 0.058 0.037 0.047 0.056 ...  
## $ do : num 0.026 0.013 0 0 0 0 0.015 0.028 0 0 ...  
## $ down : num 0 0 0.008 0 0 0.007 0 0 0 0 ...  
## $ even : num 0.009 0.025 0.015 0.024 0.02 0.007 0.007 0.018 0 0.006 ...  
## $ every : num 0.044 0 0.023 0.04 0.027 0.007 0.087 0.064 0.081 0.05 ...  
## $ for. : num 0.096 0.076 0.098 0.103 0.141 0.067 0.116 0.055 0.127 0.1 ...  
## $ from : num 0.044 0.101 0.053 0.079 0.074 0.096 0.08 0.083 0.074 0.124 ...  
## $ had : num 0.035 0.101 0.008 0.016 0 0.022 0.015 0.009 0.007 0 ...  
## $ has : num 0.017 0.013 0.015 0.024 0.054 0.015 0.036 0.037 0.02 0.019 ...  
## $ have : num 0.044 0.152 0.023 0.143 0.047 0.119 0.044 0.074 0.074 0.044 ...  
## $ her : num 0 0 0 0 0 0 0.007 0 0.034 0.025 ...  
## $ his : num 0.017 0 0 0.024 0.02 0.067 0 0.018 0.02 0.05 ...  
## $ if. : num 0 0.025 0.023 0.04 0.034 0.03 0.029 0 0 0.025 ...  
## $ in. : num 0.262 0.291 0.308 0.238 0.263 0.401 0.189 0.267 0.248 0.274 ...  
## $ into : num 0.009 0.025 0.038 0.008 0.013 0.037 0 0.037 0.013 0.037 ...  
## $ is : num 0.157 0.038 0.15 0.151 0.189 0.26 0.167 0.083 0.208 0.23 ...  
## $ it : num 0.175 0.127 0.173 0.222 0.108 0.156 0.102 0.165 0.134 0.131 ...  
## $ its : num 0.07 0.038 0.03 0.048 0.013 0.015 0 0.046 0.02 0.019 ...  
## $ may : num 0.035 0.038 0.12 0.056 0.047 0.074 0.08 0.092 0.027 0.106 ...  
## $ more : num 0.026 0 0.038 0.056 0.067 0.045 0.08 0.064 0.06 0.081 ...  
## $ must : num 0.026 0.013 0.083 0.071 0.013 0.015 0.044 0.018 0.027 0.068 ...  
## $ my : num 0 0 0 0 0 0 0.007 0 0 0 ...  
## $ no : num 0.035 0 0.03 0.032 0.047 0.059 0.022 0.018 0.02 0.044 ...  
## $ not : num 0.114 0.127 0.068 0.087 0.128 0.134 0.102 0.101 0.094 0.106 ...  
## $ now : num 0 0 0 0 0 0 0.007 0 0.007 0.012 ...  
## $ of : num 0.9 0.747 0.858 0.802 0.869 ...  
## $ on : num 0.14 0.139 0.15 0.143 0.054 0.141 0.051 0.083 0.127 0.118 ...  
## $ one : num 0.026 0.025 0.03 0.032 0.047 0.052 0.073 0.046 0.06 0.031 ...  
## $ only : num 0.035 0 0.023 0.048 0.027 0.022 0.007 0.046 0.02 0.012 ...  
## $ or : num 0.096 0.114 0.06 0.064 0.081 0.074 0.153 0.037 0.154 0.081 ...  
## $ our : num 0.017 0 0 0.016 0.027 0.03 0.051 0 0.007 0.025 ...  
## $ shall : num 0.017 0 0.008 0.016 0 0.015 0.007 0 0.02 0 ...  
## $ should : num 0.017 0.013 0.068 0.032 0 0.03 0.007 0 0 0.012 ...  
## $ so : num 0.035 0.013 0.038 0.04 0.027 0.007 0.051 0.018 0.04 0.05 ...  
## $ some : num 0.009 0.063 0.03 0.024 0.067 0.045 0.007 0.028 0.027 0.025 ...  
## $ such : num 0.026 0 0.045 0.008 0.027 0.015 0.015 0 0.013 0.031 ...  
## $ than : num 0.009 0 0.023 0 0.047 0.03 0.109 0.055 0.067 0.044 ...  
## $ that : num 0.184 0.152 0.188 0.238 0.162 0.208 0.233 0.165 0.208 0.218 ...  
## $ the : num 1.42 1.25 1.49 1.33 1.19 ...  
## $ their : num 0.114 0.165 0.053 0.071 0.027 0.089 0.109 0.083 0.154 0.081 ...  
## $ then : num 0 0 0.015 0.008 0.007 0.007 0.015 0.009 0.007 0.012 ...  
## $ there : num 0.009 0 0.015 0 0.007 0.007 0.036 0.028 0.02 0 ...  
## $ things : num 0.009 0 0 0 0 0 0 0 0 0.012 ...  
## $ this : num 0.044 0.051 0.075 0.103 0.094 0.126 0.08 0.11 0.067 0.093 ...  
## $ to : num 0.507 0.355 0.361 0.532 0.485 0.445 0.56 0.34 0.49 0.498 ...  
## $ up : num 0 0 0 0 0 0 0.007 0 0 0 ...  
## $ upon : num 0 0.013 0 0 0 0 0 0 0 0 ...  
## $ was : num 0.009 0.051 0.008 0.087 0.027 0.007 0.015 0.018 0.027 0 ...  
## $ were : num 0.017 0 0.015 0.079 0.02 0.03 0.029 0.009 0.007 0 ...  
## $ what : num 0 0 0.008 0.008 0.02 0.015 0.015 0.009 0.02 0.025 ...  
## $ when : num 0.009 0 0 0.024 0.007 0.037 0.007 0 0.02 0.012 ...  
## $ which : num 0.175 0.114 0.105 0.167 0.155 0.186 0.211 0.175 0.201 0.199 ...  
## $ who : num 0.044 0.038 0.008 0 0.027 0.045 0.022 0.018 0.04 0.031 ...  
## $ will : num 0.009 0.089 0.173 0.079 0.168 0.111 0.145 0.267 0.154 0.106 ...  
## $ with : num 0.087 0.063 0.045 0.079 0.074 0.089 0.073 0.129 0.027 0.081 ...  
## $ would : num 0.192 0.139 0.068 0.064 0.04 0.037 0.073 0.037 0.04 0.031 ...  
## $ your : num 0 0 0 0 0 0 0 0 0 0 ...

## Data Preprocessing

Decision trees can only be built on nominal values. So, we assign AuthorCode to every author and remove the filename column.

fedPapersDS$AuthorCode <- dplyr::recode(fedPapersDS$author, dispt = 1, Hamilton = 2, HM = 3, Jay = 4, Madison = 5)  
fedPapersDS <- fedPapersDS[,-2]  
str(fedPapersDS)

## 'data.frame': 85 obs. of 72 variables:  
## $ author : Factor w/ 5 levels "dispt","Hamilton",..: 1 1 1 1 1 1 1 1 1 1 ...  
## $ a : num 0.28 0.177 0.339 0.27 0.303 0.245 0.349 0.414 0.248 0.442 ...  
## $ all : num 0.052 0.063 0.09 0.024 0.054 0.059 0.036 0.083 0.04 0.062 ...  
## $ also : num 0.009 0.013 0.008 0.016 0.027 0.007 0.007 0.009 0.007 0.006 ...  
## $ an : num 0.096 0.038 0.03 0.024 0.034 0.067 0.029 0.018 0.04 0.075 ...  
## $ and : num 0.358 0.393 0.301 0.262 0.404 0.282 0.335 0.478 0.356 0.423 ...  
## $ any : num 0.026 0.063 0.008 0.056 0.04 0.052 0.058 0.046 0.034 0.037 ...  
## $ are : num 0.131 0.051 0.068 0.064 0.128 0.111 0.087 0.11 0.154 0.093 ...  
## $ as : num 0.122 0.139 0.203 0.111 0.148 0.252 0.073 0.074 0.161 0.1 ...  
## $ at : num 0.017 0.114 0.023 0.056 0.013 0.015 0.116 0.037 0.047 0.031 ...  
## $ be : num 0.411 0.393 0.474 0.365 0.344 0.297 0.378 0.331 0.289 0.379 ...  
## $ been : num 0.026 0.165 0.015 0.127 0.047 0.03 0.044 0.046 0.027 0.025 ...  
## $ but : num 0.009 0 0.038 0.032 0.061 0.037 0.007 0.055 0.027 0.037 ...  
## $ by : num 0.14 0.139 0.173 0.167 0.209 0.186 0.102 0.092 0.168 0.174 ...  
## $ can : num 0.035 0 0.023 0.056 0.088 0 0.058 0.037 0.047 0.056 ...  
## $ do : num 0.026 0.013 0 0 0 0 0.015 0.028 0 0 ...  
## $ down : num 0 0 0.008 0 0 0.007 0 0 0 0 ...  
## $ even : num 0.009 0.025 0.015 0.024 0.02 0.007 0.007 0.018 0 0.006 ...  
## $ every : num 0.044 0 0.023 0.04 0.027 0.007 0.087 0.064 0.081 0.05 ...  
## $ for. : num 0.096 0.076 0.098 0.103 0.141 0.067 0.116 0.055 0.127 0.1 ...  
## $ from : num 0.044 0.101 0.053 0.079 0.074 0.096 0.08 0.083 0.074 0.124 ...  
## $ had : num 0.035 0.101 0.008 0.016 0 0.022 0.015 0.009 0.007 0 ...  
## $ has : num 0.017 0.013 0.015 0.024 0.054 0.015 0.036 0.037 0.02 0.019 ...  
## $ have : num 0.044 0.152 0.023 0.143 0.047 0.119 0.044 0.074 0.074 0.044 ...  
## $ her : num 0 0 0 0 0 0 0.007 0 0.034 0.025 ...  
## $ his : num 0.017 0 0 0.024 0.02 0.067 0 0.018 0.02 0.05 ...  
## $ if. : num 0 0.025 0.023 0.04 0.034 0.03 0.029 0 0 0.025 ...  
## $ in. : num 0.262 0.291 0.308 0.238 0.263 0.401 0.189 0.267 0.248 0.274 ...  
## $ into : num 0.009 0.025 0.038 0.008 0.013 0.037 0 0.037 0.013 0.037 ...  
## $ is : num 0.157 0.038 0.15 0.151 0.189 0.26 0.167 0.083 0.208 0.23 ...  
## $ it : num 0.175 0.127 0.173 0.222 0.108 0.156 0.102 0.165 0.134 0.131 ...  
## $ its : num 0.07 0.038 0.03 0.048 0.013 0.015 0 0.046 0.02 0.019 ...  
## $ may : num 0.035 0.038 0.12 0.056 0.047 0.074 0.08 0.092 0.027 0.106 ...  
## $ more : num 0.026 0 0.038 0.056 0.067 0.045 0.08 0.064 0.06 0.081 ...  
## $ must : num 0.026 0.013 0.083 0.071 0.013 0.015 0.044 0.018 0.027 0.068 ...  
## $ my : num 0 0 0 0 0 0 0.007 0 0 0 ...  
## $ no : num 0.035 0 0.03 0.032 0.047 0.059 0.022 0.018 0.02 0.044 ...  
## $ not : num 0.114 0.127 0.068 0.087 0.128 0.134 0.102 0.101 0.094 0.106 ...  
## $ now : num 0 0 0 0 0 0 0.007 0 0.007 0.012 ...  
## $ of : num 0.9 0.747 0.858 0.802 0.869 ...  
## $ on : num 0.14 0.139 0.15 0.143 0.054 0.141 0.051 0.083 0.127 0.118 ...  
## $ one : num 0.026 0.025 0.03 0.032 0.047 0.052 0.073 0.046 0.06 0.031 ...  
## $ only : num 0.035 0 0.023 0.048 0.027 0.022 0.007 0.046 0.02 0.012 ...  
## $ or : num 0.096 0.114 0.06 0.064 0.081 0.074 0.153 0.037 0.154 0.081 ...  
## $ our : num 0.017 0 0 0.016 0.027 0.03 0.051 0 0.007 0.025 ...  
## $ shall : num 0.017 0 0.008 0.016 0 0.015 0.007 0 0.02 0 ...  
## $ should : num 0.017 0.013 0.068 0.032 0 0.03 0.007 0 0 0.012 ...  
## $ so : num 0.035 0.013 0.038 0.04 0.027 0.007 0.051 0.018 0.04 0.05 ...  
## $ some : num 0.009 0.063 0.03 0.024 0.067 0.045 0.007 0.028 0.027 0.025 ...  
## $ such : num 0.026 0 0.045 0.008 0.027 0.015 0.015 0 0.013 0.031 ...  
## $ than : num 0.009 0 0.023 0 0.047 0.03 0.109 0.055 0.067 0.044 ...  
## $ that : num 0.184 0.152 0.188 0.238 0.162 0.208 0.233 0.165 0.208 0.218 ...  
## $ the : num 1.42 1.25 1.49 1.33 1.19 ...  
## $ their : num 0.114 0.165 0.053 0.071 0.027 0.089 0.109 0.083 0.154 0.081 ...  
## $ then : num 0 0 0.015 0.008 0.007 0.007 0.015 0.009 0.007 0.012 ...  
## $ there : num 0.009 0 0.015 0 0.007 0.007 0.036 0.028 0.02 0 ...  
## $ things : num 0.009 0 0 0 0 0 0 0 0 0.012 ...  
## $ this : num 0.044 0.051 0.075 0.103 0.094 0.126 0.08 0.11 0.067 0.093 ...  
## $ to : num 0.507 0.355 0.361 0.532 0.485 0.445 0.56 0.34 0.49 0.498 ...  
## $ up : num 0 0 0 0 0 0 0.007 0 0 0 ...  
## $ upon : num 0 0.013 0 0 0 0 0 0 0 0 ...  
## $ was : num 0.009 0.051 0.008 0.087 0.027 0.007 0.015 0.018 0.027 0 ...  
## $ were : num 0.017 0 0.015 0.079 0.02 0.03 0.029 0.009 0.007 0 ...  
## $ what : num 0 0 0.008 0.008 0.02 0.015 0.015 0.009 0.02 0.025 ...  
## $ when : num 0.009 0 0 0.024 0.007 0.037 0.007 0 0.02 0.012 ...  
## $ which : num 0.175 0.114 0.105 0.167 0.155 0.186 0.211 0.175 0.201 0.199 ...  
## $ who : num 0.044 0.038 0.008 0 0.027 0.045 0.022 0.018 0.04 0.031 ...  
## $ will : num 0.009 0.089 0.173 0.079 0.168 0.111 0.145 0.267 0.154 0.106 ...  
## $ with : num 0.087 0.063 0.045 0.079 0.074 0.089 0.073 0.129 0.027 0.081 ...  
## $ would : num 0.192 0.139 0.068 0.064 0.04 0.037 0.073 0.037 0.04 0.031 ...  
## $ your : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ AuthorCode: num 1 1 1 1 1 1 1 1 1 1 ...

## Decision Tree Model

For decision trees we must have training dataset and testing dataset. By using the training dataset we will train the model i.e. understand the use of function words and then run the classification algorithm on the test dataset to understand the authors of disputed papers.

fedTrainingData <- subset(fedPapersDS, AuthorCode == 2 | AuthorCode == 3 | AuthorCode == 4 | AuthorCode == 5)  
str(fedTrainingData)

## 'data.frame': 74 obs. of 72 variables:  
## $ author : Factor w/ 5 levels "dispt","Hamilton",..: 2 2 2 2 2 2 2 2 2 2 ...  
## $ a : num 0.213 0.369 0.305 0.391 0.327 0.26 0.261 0.449 0.392 0.194 ...  
## $ all : num 0.083 0.07 0.047 0.045 0.096 0.065 0.108 0.022 0.05 0.081 ...  
## $ also : num 0 0.006 0.007 0.015 0 0 0 0 0.004 0 ...  
## $ an : num 0.083 0.076 0.068 0.03 0.086 0.087 0.072 0.074 0.075 0.089 ...  
## $ and : num 0.343 0.411 0.386 0.27 0.356 0.274 0.467 0.353 0.329 0.413 ...  
## $ any : num 0.056 0.023 0.047 0.045 0.014 0.079 0.018 0.044 0.029 0.065 ...  
## $ are : num 0.111 0.053 0.102 0.06 0.086 0.022 0.045 0.059 0.075 0.138 ...  
## $ as : num 0.093 0.117 0.108 0.09 0.072 0.13 0.027 0.133 0.104 0.186 ...  
## $ at : num 0.065 0.065 0.088 0.015 0.115 0.079 0.063 0.029 0.05 0.024 ...  
## $ be : num 0.315 0.258 0.271 0.376 0.211 0.397 0.216 0.295 0.221 0.356 ...  
## $ been : num 0.028 0.018 0.054 0.03 0.067 0.051 0.027 0.081 0.067 0.049 ...  
## $ but : num 0 0.023 0.041 0.03 0.034 0.036 0.009 0.015 0.05 0.024 ...  
## $ by : num 0.13 0.106 0.095 0.075 0.154 0.094 0.081 0.162 0.125 0.089 ...  
## $ can : num 0.028 0.029 0.014 0.06 0.067 0.007 0.018 0.066 0.025 0.089 ...  
## $ do : num 0.009 0.012 0 0.015 0.019 0.014 0 0.015 0.008 0 ...  
## $ down : num 0 0 0 0 0.005 0.007 0 0 0 0 ...  
## $ even : num 0.019 0.018 0.014 0 0.014 0.029 0 0.015 0.021 0 ...  
## $ every : num 0.028 0.012 0.027 0.045 0.038 0.007 0.009 0.022 0.029 0.024 ...  
## $ for. : num 0.093 0.106 0.054 0.03 0.086 0.065 0.099 0.037 0.088 0.13 ...  
## $ from : num 0.102 0.111 0.129 0.075 0.101 0.079 0.045 0.118 0.096 0.049 ...  
## $ had : num 0.009 0.006 0.02 0 0.01 0.036 0.018 0.007 0.013 0.008 ...  
## $ has : num 0.056 0.047 0.088 0.03 0.062 0.051 0.036 0.066 0.083 0.041 ...  
## $ have : num 0.093 0.088 0.088 0.06 0.144 0.087 0.036 0.066 0.058 0.081 ...  
## $ her : num 0 0.076 0.007 0.15 0 0 0 0.007 0.004 0 ...  
## $ his : num 0 0.006 0.014 0 0.005 0 0.063 0.015 0.029 0 ...  
## $ if. : num 0.028 0.029 0.027 0.045 0.014 0.058 0.018 0.044 0.025 0.016 ...  
## $ in. : num 0.232 0.387 0.311 0.24 0.317 0.274 0.252 0.331 0.321 0.211 ...  
## $ into : num 0.019 0.023 0.047 0.105 0.019 0.022 0.027 0 0.017 0.016 ...  
## $ is : num 0.12 0.053 0.149 0.135 0.207 0.101 0.099 0.199 0.192 0.154 ...  
## $ it : num 0.139 0.088 0.142 0.09 0.096 0.188 0.09 0.103 0.146 0.154 ...  
## $ its : num 0.074 0.035 0.047 0.03 0.038 0.116 0.054 0.081 0.067 0.089 ...  
## $ may : num 0.102 0.053 0.02 0.12 0.034 0.036 0.036 0.081 0.083 0.049 ...  
## $ more : num 0.065 0.053 0.034 0.09 0.029 0.043 0.081 0.022 0.025 0.016 ...  
## $ must : num 0.028 0.012 0.108 0.045 0.043 0.065 0.009 0.029 0.038 0.073 ...  
## $ my : num 0.056 0 0.007 0 0.014 0 0.009 0 0.004 0 ...  
## $ no : num 0.028 0.029 0.007 0.045 0.029 0.029 0 0.081 0.021 0.016 ...  
## $ not : num 0.13 0.117 0.041 0.075 0.077 0.137 0.036 0.059 0.104 0.081 ...  
## $ now : num 0 0.006 0.007 0 0.01 0.007 0 0.022 0.004 0.008 ...  
## $ of : num 0.908 1.061 0.961 0.887 0.947 ...  
## $ on : num 0.074 0.029 0.081 0.045 0.048 0.029 0.018 0.044 0.038 0.016 ...  
## $ one : num 0.028 0.029 0.027 0.135 0.005 0.014 0.018 0.007 0.038 0.024 ...  
## $ only : num 0 0.029 0 0 0.038 0.022 0 0.015 0.004 0 ...  
## $ or : num 0.056 0.07 0.047 0.045 0.183 0.123 0.117 0.147 0.088 0.049 ...  
## $ our : num 0.028 0.199 0.034 0 0.091 0.007 0.018 0.007 0.05 0.057 ...  
## $ shall : num 0.065 0.018 0.007 0.045 0.005 0.007 0.009 0.037 0.008 0.008 ...  
## $ should : num 0.009 0.018 0.027 0 0.029 0.043 0.018 0.037 0.033 0.016 ...  
## $ so : num 0.019 0.029 0.041 0.045 0.01 0.022 0.036 0.052 0.038 0.008 ...  
## $ some : num 0 0.006 0.014 0 0.01 0.022 0.009 0.022 0.017 0.008 ...  
## $ such : num 0.009 0.029 0.02 0.015 0.005 0.022 0 0.022 0.038 0.057 ...  
## $ than : num 0.102 0.035 0.027 0.15 0.048 0.029 0.045 0.029 0.046 0 ...  
## $ that : num 0.241 0.141 0.176 0.27 0.178 0.116 0.189 0.177 0.221 0.227 ...  
## $ the : num 1.09 1.04 1.1 1.05 1.16 ...  
## $ their : num 0.13 0.059 0.095 0.015 0.034 0.087 0.09 0.059 0.092 0.065 ...  
## $ then : num 0 0.012 0 0 0 0 0 0 0.004 0 ...  
## $ there : num 0.019 0.023 0.041 0.105 0.072 0.022 0.018 0.029 0.054 0.032 ...  
## $ things : num 0 0.006 0.014 0 0.01 0 0.009 0.015 0.008 0 ...  
## $ this : num 0.083 0.106 0.095 0.03 0.086 0.101 0.045 0.096 0.108 0.073 ...  
## $ to : num 0.575 0.481 0.555 0.646 0.557 0.628 0.521 0.39 0.579 0.753 ...  
## $ up : num 0 0 0 0.015 0.005 0 0 0 0.004 0 ...  
## $ upon : num 0.056 0.035 0.041 0.03 0.048 0.043 0.045 0.044 0.05 0.057 ...  
## $ was : num 0 0 0 0 0.014 0 0.054 0.007 0.029 0.032 ...  
## $ were : num 0 0.012 0 0 0.038 0.051 0.036 0.015 0.038 0.008 ...  
## $ what : num 0 0.012 0.007 0 0.014 0.014 0.009 0.015 0.017 0 ...  
## $ when : num 0.009 0.012 0 0.045 0.019 0.014 0 0.007 0.008 0 ...  
## $ which : num 0.158 0.147 0.156 0.165 0.264 0.159 0.216 0.147 0.15 0.243 ...  
## $ who : num 0.074 0.029 0.007 0.045 0.029 0.036 0.018 0.022 0.013 0.016 ...  
## $ will : num 0.222 0.094 0.074 0.135 0.091 0.043 0.117 0.044 0.046 0.122 ...  
## $ with : num 0.046 0.129 0.122 0.15 0.086 0.094 0.09 0.11 0.083 0.13 ...  
## $ would : num 0.019 0.27 0.149 0.21 0.062 0.26 0.108 0.088 0.083 0.032 ...  
## $ your : num 0.074 0 0 0 0.01 0 0 0 0 0 ...  
## $ AuthorCode: num 2 2 2 2 2 2 2 2 2 2 ...

fedTestData <- subset(fedPapersDS, AuthorCode == 1)  
str(fedTestData)

## 'data.frame': 11 obs. of 72 variables:  
## $ author : Factor w/ 5 levels "dispt","Hamilton",..: 1 1 1 1 1 1 1 1 1 1 ...  
## $ a : num 0.28 0.177 0.339 0.27 0.303 0.245 0.349 0.414 0.248 0.442 ...  
## $ all : num 0.052 0.063 0.09 0.024 0.054 0.059 0.036 0.083 0.04 0.062 ...  
## $ also : num 0.009 0.013 0.008 0.016 0.027 0.007 0.007 0.009 0.007 0.006 ...  
## $ an : num 0.096 0.038 0.03 0.024 0.034 0.067 0.029 0.018 0.04 0.075 ...  
## $ and : num 0.358 0.393 0.301 0.262 0.404 0.282 0.335 0.478 0.356 0.423 ...  
## $ any : num 0.026 0.063 0.008 0.056 0.04 0.052 0.058 0.046 0.034 0.037 ...  
## $ are : num 0.131 0.051 0.068 0.064 0.128 0.111 0.087 0.11 0.154 0.093 ...  
## $ as : num 0.122 0.139 0.203 0.111 0.148 0.252 0.073 0.074 0.161 0.1 ...  
## $ at : num 0.017 0.114 0.023 0.056 0.013 0.015 0.116 0.037 0.047 0.031 ...  
## $ be : num 0.411 0.393 0.474 0.365 0.344 0.297 0.378 0.331 0.289 0.379 ...  
## $ been : num 0.026 0.165 0.015 0.127 0.047 0.03 0.044 0.046 0.027 0.025 ...  
## $ but : num 0.009 0 0.038 0.032 0.061 0.037 0.007 0.055 0.027 0.037 ...  
## $ by : num 0.14 0.139 0.173 0.167 0.209 0.186 0.102 0.092 0.168 0.174 ...  
## $ can : num 0.035 0 0.023 0.056 0.088 0 0.058 0.037 0.047 0.056 ...  
## $ do : num 0.026 0.013 0 0 0 0 0.015 0.028 0 0 ...  
## $ down : num 0 0 0.008 0 0 0.007 0 0 0 0 ...  
## $ even : num 0.009 0.025 0.015 0.024 0.02 0.007 0.007 0.018 0 0.006 ...  
## $ every : num 0.044 0 0.023 0.04 0.027 0.007 0.087 0.064 0.081 0.05 ...  
## $ for. : num 0.096 0.076 0.098 0.103 0.141 0.067 0.116 0.055 0.127 0.1 ...  
## $ from : num 0.044 0.101 0.053 0.079 0.074 0.096 0.08 0.083 0.074 0.124 ...  
## $ had : num 0.035 0.101 0.008 0.016 0 0.022 0.015 0.009 0.007 0 ...  
## $ has : num 0.017 0.013 0.015 0.024 0.054 0.015 0.036 0.037 0.02 0.019 ...  
## $ have : num 0.044 0.152 0.023 0.143 0.047 0.119 0.044 0.074 0.074 0.044 ...  
## $ her : num 0 0 0 0 0 0 0.007 0 0.034 0.025 ...  
## $ his : num 0.017 0 0 0.024 0.02 0.067 0 0.018 0.02 0.05 ...  
## $ if. : num 0 0.025 0.023 0.04 0.034 0.03 0.029 0 0 0.025 ...  
## $ in. : num 0.262 0.291 0.308 0.238 0.263 0.401 0.189 0.267 0.248 0.274 ...  
## $ into : num 0.009 0.025 0.038 0.008 0.013 0.037 0 0.037 0.013 0.037 ...  
## $ is : num 0.157 0.038 0.15 0.151 0.189 0.26 0.167 0.083 0.208 0.23 ...  
## $ it : num 0.175 0.127 0.173 0.222 0.108 0.156 0.102 0.165 0.134 0.131 ...  
## $ its : num 0.07 0.038 0.03 0.048 0.013 0.015 0 0.046 0.02 0.019 ...  
## $ may : num 0.035 0.038 0.12 0.056 0.047 0.074 0.08 0.092 0.027 0.106 ...  
## $ more : num 0.026 0 0.038 0.056 0.067 0.045 0.08 0.064 0.06 0.081 ...  
## $ must : num 0.026 0.013 0.083 0.071 0.013 0.015 0.044 0.018 0.027 0.068 ...  
## $ my : num 0 0 0 0 0 0 0.007 0 0 0 ...  
## $ no : num 0.035 0 0.03 0.032 0.047 0.059 0.022 0.018 0.02 0.044 ...  
## $ not : num 0.114 0.127 0.068 0.087 0.128 0.134 0.102 0.101 0.094 0.106 ...  
## $ now : num 0 0 0 0 0 0 0.007 0 0.007 0.012 ...  
## $ of : num 0.9 0.747 0.858 0.802 0.869 ...  
## $ on : num 0.14 0.139 0.15 0.143 0.054 0.141 0.051 0.083 0.127 0.118 ...  
## $ one : num 0.026 0.025 0.03 0.032 0.047 0.052 0.073 0.046 0.06 0.031 ...  
## $ only : num 0.035 0 0.023 0.048 0.027 0.022 0.007 0.046 0.02 0.012 ...  
## $ or : num 0.096 0.114 0.06 0.064 0.081 0.074 0.153 0.037 0.154 0.081 ...  
## $ our : num 0.017 0 0 0.016 0.027 0.03 0.051 0 0.007 0.025 ...  
## $ shall : num 0.017 0 0.008 0.016 0 0.015 0.007 0 0.02 0 ...  
## $ should : num 0.017 0.013 0.068 0.032 0 0.03 0.007 0 0 0.012 ...  
## $ so : num 0.035 0.013 0.038 0.04 0.027 0.007 0.051 0.018 0.04 0.05 ...  
## $ some : num 0.009 0.063 0.03 0.024 0.067 0.045 0.007 0.028 0.027 0.025 ...  
## $ such : num 0.026 0 0.045 0.008 0.027 0.015 0.015 0 0.013 0.031 ...  
## $ than : num 0.009 0 0.023 0 0.047 0.03 0.109 0.055 0.067 0.044 ...  
## $ that : num 0.184 0.152 0.188 0.238 0.162 0.208 0.233 0.165 0.208 0.218 ...  
## $ the : num 1.42 1.25 1.49 1.33 1.19 ...  
## $ their : num 0.114 0.165 0.053 0.071 0.027 0.089 0.109 0.083 0.154 0.081 ...  
## $ then : num 0 0 0.015 0.008 0.007 0.007 0.015 0.009 0.007 0.012 ...  
## $ there : num 0.009 0 0.015 0 0.007 0.007 0.036 0.028 0.02 0 ...  
## $ things : num 0.009 0 0 0 0 0 0 0 0 0.012 ...  
## $ this : num 0.044 0.051 0.075 0.103 0.094 0.126 0.08 0.11 0.067 0.093 ...  
## $ to : num 0.507 0.355 0.361 0.532 0.485 0.445 0.56 0.34 0.49 0.498 ...  
## $ up : num 0 0 0 0 0 0 0.007 0 0 0 ...  
## $ upon : num 0 0.013 0 0 0 0 0 0 0 0 ...  
## $ was : num 0.009 0.051 0.008 0.087 0.027 0.007 0.015 0.018 0.027 0 ...  
## $ were : num 0.017 0 0.015 0.079 0.02 0.03 0.029 0.009 0.007 0 ...  
## $ what : num 0 0 0.008 0.008 0.02 0.015 0.015 0.009 0.02 0.025 ...  
## $ when : num 0.009 0 0 0.024 0.007 0.037 0.007 0 0.02 0.012 ...  
## $ which : num 0.175 0.114 0.105 0.167 0.155 0.186 0.211 0.175 0.201 0.199 ...  
## $ who : num 0.044 0.038 0.008 0 0.027 0.045 0.022 0.018 0.04 0.031 ...  
## $ will : num 0.009 0.089 0.173 0.079 0.168 0.111 0.145 0.267 0.154 0.106 ...  
## $ with : num 0.087 0.063 0.045 0.079 0.074 0.089 0.073 0.129 0.027 0.081 ...  
## $ would : num 0.192 0.139 0.068 0.064 0.04 0.037 0.073 0.037 0.04 0.031 ...  
## $ your : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ AuthorCode: num 1 1 1 1 1 1 1 1 1 1 ...

Then we build the decision tree. We exclude author field this time as we already have AuthorCode. To understand the tree in detail we check its summary and plot the tree.

tree.fedPapers = tree(AuthorCode~.-author, data=fedTrainingData)  
summary(tree.fedPapers)

##   
## Regression tree:  
## tree(formula = AuthorCode ~ . - author, data = fedTrainingData)  
## Variables actually used in tree construction:  
## [1] "upon" "no" "and"   
## Number of terminal nodes: 4   
## Residual mean deviance: 0.08762 = 6.133 / 70   
## Distribution of residuals:  
## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## -1.333 0.000 0.000 0.000 0.000 0.800

plot(tree.fedPapers)  
text(tree.fedPapers, splits = TRUE, all = FALSE ,pretty = 0)
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From the above graph we can see that the algorithm has build a tree with four leaf nodes for each author.

tree.fedPapers

## node), split, n, deviance, yval  
## \* denotes terminal node  
##   
## 1) root 74 112.500 2.784   
## 2) upon < 0.019 24 17.830 4.417   
## 4) no < 0.019 6 3.333 3.333 \*  
## 5) no > 0.019 18 5.111 4.778   
## 10) and < 0.507 13 0.000 5.000 \*  
## 11) and > 0.507 5 2.800 4.200 \*  
## 3) upon > 0.019 50 0.000 2.000 \*

## Prediction

Now we use this tree to predict the result of test dataset using the predict method.

tree.pred = predict(tree.fedPapers, fedTestData)  
summary(tree.pred)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 3.333 5.000 5.000 4.697 5.000 5.000

plot(tree.pred)

![](data:image/png;base64,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)

with(fedTestData, table(tree.pred, AuthorCode))

## AuthorCode  
## tree.pred 1  
## 3.33333333333333 2  
## 5 9

From the above matrix, we can see that the model has predicted two of the disputed essays were written by Hamilton and Madison, and remainng nine were written by Madison.

## Conclusion

This result is similar to the clustering analysis. Last week we had concluded that two disputed essays were written by Hamilton and remaining nine essays were written by Madison. After the decision tree analysis, we can conclude that two of the disputed essays were written by Hamilton and Madison, and remainng nine were written by Madison.